WEB322 Assignment 2

# Submission Deadline:

Tuesday, February 4th @ 11:59 PM

# Assessment Weight:

9% of your final course Grade (including week 3 and week 4 in-class assignments, 0.5% each)

# Objective:

Create and publish a web app that uses multiple routes which serve static content (text / json) as well as create a "data service" module for accessing data.

# Part 1: Getting Started (Files & Directories)

As with the previous assignment, we will first be creating the files and directories for our solution. To begin:

* Create a new folder somewhere on your system to store the assignment.
* Within this folder, create a "data" folder and a "modules" folder
* Within the "data" folder, place the "**NHSiteData.json**" and "**provinceAndTerritoryData.json**" files (available within a data.zip file on Blackboard)
* Within the "modules" folder, create a new file called: "**data-service.js**"

Now we now have the data for the assignment.

# Part 2: Writing data-service.js

The purpose of the "data-service.js" file is to provide easy access to the Site data for other files within our assignment that require it.

To start, add the following two lines to the beginning of the "data-service.js" file:

const siteData = require("../data/NHSiteData");

const provinceAndTerritoryData = require("../data/provinceAndTerritoryData");

This will automatically read both files and generate two arrays of objects: "siteData" and "provinceAndTerritoryData".

Next, create a variable called "sites", initialized to an empty array, ie:

let sites = [];

This will be the completed array of Site objects, after processing the above "siteData" and "provinceAndTerritoryData" arrays.

The remainder of this file will contain functions, according to the following specification:

* **initialize()**  
    
  The purpose of this function is to fill the "sites" array (declared above), by adding copies of all the **siteData** objects. The following is an example of an added object:

{

    "siteId": "BC010",

    "site": "Butchart Gardens",

    "description": "Internationally known gardens, including remarkable Sunken Garden in a former limestone quarry; unique combination of 3 aspects of Canadian gardening history: early 20th-century estate garden, early twentieth century beautification movement, and the Victorian bedding out system",

    "date": 1904,

    "dateType": "established",

    "image": "https://upload.wikimedia.org/wikipedia/commons/thumb/d/d9/Sunken\_Garden.jpg/360px-Sunken\_Garden.jpg",

    "location": "Brentwood Bay",

    "latitude": "48.56528",

    "longitude": "-123.46944",

    "designated": 2004,

    "provinceOrTerritoryCode": "BC"

}

However, each of these objects must **also** include a new **"provinceOrTerritoryObj**" property. The value of the "provinceOrTerritoryObj" property should be the corresponding provinceOrTerritory object from the **provinceAndTerritoryData.json** file, whose "code" value matches the "**provinceOrTerritoryCode**" for the "siteData" object.

For example, in the above "siteData" object, we have a "provinceOrTerritoryCode" value of "BC". Therefore, we must add an additional "provinceOrTerritoryObj" property with the value of { "code": "BC", "name": "British Columbia", "type": "province", "region": "West Coast", "capital": "Victoria" }

since the "code" value for the object is also "BC" within the **provinceAndTerritoryData.json** file.

This will result in the following object being added (pushed) to the "sites" array:

{

    "siteId": "BC010",

    "site": "Butchart Gardens",

    "description": "Internationally known gardens, including remarkable Sunken Garden in a former limestone quarry; unique combination of 3 aspects of Canadian gardening history: early 20th-century estate garden, early twentieth century beautification movement, and the Victorian bedding out system",

    "date": 1904,

    "dateType": "established",

    "image": "https://upload.wikimedia.org/wikipedia/commons/thumb/d/d9/Sunken\_Garden.jpg/360px-Sunken\_Garden.jpg",

    "location": "Brentwood Bay",

    "latitude": "48.56528",

    "longitude": "-123.46944",

    "designated": 2004,

    "provinceOrTerritoryCode": "BC",

    "provinceOrTerritoryObj": {

      "code": "BC",

      "name": "British Columbia",

      "type": "province",

      "region": "West Coast",

      "capital": "Victoria"

    }

}

As an additional example, consider the following object from a "siteData" array:

{

    "siteId": "QC001",

    "site": "Acton Vale Railway Station (Grand Trunk)",

    "description": "A small passenger terminal with dormer, turret and bellcast roof; symbolic of the expansion of the Grand Trunk Railway",

    "date": 1900,

    "dateType": "completed",

    "image": "https://upload.wikimedia.org/wikipedia/commons/thumb/a/a5/Gare\_d%27Acton\_Vale\_2.JPG/320px-Gare\_d%27Acton\_Vale\_2.JPG",

    "location": "Acton Vale",

    "latitude": "45.6482917",

    "longitude": "-72.5640139",

    "designated": 1976,

    "provinceOrTerritoryCode": "QC"

}

This has a "provinceOrTerritoryCode" of "QC". From the "provinceAndTerritoryData.json" file, the object of the province or territory with code "QC" is { "code": "QC", "name": "Quebec", "type": "province", "region": "Central Canada", "capital": "Quebec City" }. Therefore, the new object to be added to the "sites" array should be:

{

    "siteId": "QC001",

    "site": "Acton Vale Railway Station (Grand Trunk)",

    "description": "A small passenger terminal with dormer, turret and bellcast roof; symbolic of the expansion of the Grand Trunk Railway",

    "date": 1900,

    "dateType": "completed",

    "image": "https://upload.wikimedia.org/wikipedia/commons/thumb/a/a5/Gare\_d%27Acton\_Vale\_2.JPG/320px-Gare\_d%27Acton\_Vale\_2.JPG",

    "location": "Acton Vale",

    "latitude": "45.6482917",

    "longitude": "-72.5640139",

    "designated": 1976,

    "provinceOrTerritoryCode": "QC",

    "provinceOrTerritoryObj": {

      "code": "QC",

      "name": "Quebec",

      "type": "province",

      "region": "Central Canada",

      "capital": "Quebec City"

    }

}

**HINT:** Consider using the **.find()** and **.forEach()** Array methods for your solution

* **getAllSites()**

This function simply returns the complete "sites" array

* **getSiteById(id)**

This function will return a specific "site" object from the "sites" array, whose "siteId" value matches the value of the "id" parameter, ie: if getSiteById("ON016") was invoked, the following site object would be returned:

{

    "siteId": "ON016",

    "site": "Public Grounds of the Parliament Buildings",

    "description": "The focal point for national celebrations in Ottawa; the grounds were originally designed by Calvert Vaux, and since supplemented by 18 monuments and memorials",

    "date": 1875,

    "dateType": "initial completion",

    "image": "https://upload.wikimedia.org/wikipedia/commons/thumb/5/5f/East\_Block\_and\_Langevin\_Block.jpg/320px-East\_Block\_and\_Langevin\_Block.jpg",

    "location": "Ottawa",

    "latitude": "45.424807",

    "longitude": "-75.699234",

    "designated": 1976,

    "provinceOrTerritoryCode": "ON",

    "provinceOrTerritoryObj": {

      "code": "ON",

      "name": "Ontario",

      "type": "province",

      "region": "Central Canada",

      "capital": "Toronto"

    }

}

**HINT:** Consider using the **.find()** Array method for your solution

* **getSitesByProvinceOrTerritoryName(name)**

The purpose of this function is to return an array of objects from the "sites" array whose "name" value of the embedded "provinceOrTerritoryObj" object matches the "name" parameter. However, it is important to note that the "name" parameter may contain only part of the "name" value of the embedded "provinceOrTerritoryObj" object and must be case insensitive. For example:

getSitesByProvinceOrTerritoryName("Ontario");

would return all the sites from your "sites" array whose "name" value of the embedded "provinceOrTerritoryObj" object contains the string "Ontario" (ignoring case). For example, if your "sites" array contained the following objects, they would be returned (28 site objects):

[

    {

      "siteId": "ON001",

      "site": "Adelaide Hunter Hoodless Homestead",

      "description": "The childhood home of activist and organizer Adelaide Hunter Hoodless, educational reformer and co-founder of the Women's Institute, the National Council of Women of Canada and the Victorian Order of Nurses",

      "date": 1839,

      "dateType": "completed",

      "image": "https://upload.wikimedia.org/wikipedia/commons/5/5a/Hoodless\_Homestead\_NHS.jpg",

      "location": "Brant County",

      "latitude": "43.23694",

      "longitude": "-80.29667",

      "designated": 1995,

      "provinceOrTerritoryCode": "ON",

      "provinceOrTerritoryObj": {

        "code": "ON",

        "name": "Ontario",

        "type": "province",

        "region": "Central Canada",

        "capital": "Toronto"

      }

    },

    {

      "siteId": "ON002",

      "site": "Algoma Central Engine House",

      "description": "A well-preserved example of a brick engine house, and the first in Canada to have an internal turntable",

      "date": 1912,

      "dateType": "completed",

      "image": "https://upload.wikimedia.org/wikipedia/commons/thumb/3/31/Algoma\_Central\_Engine\_House\_23.JPG/320px-Algoma\_Central\_Engine\_House\_23.JPG",

      "location": "Sault Ste. Marie",

      "latitude": "46.5281611",

      "longitude": "-84.3505389",

      "designated": 1992,

      "provinceOrTerritoryCode": "ON",

      "provinceOrTerritoryObj": {

        "code": "ON",

        "name": "Ontario",

        "type": "province",

        "region": "Central Canada",

        "capital": "Toronto"

      }

    },

    {

      "siteId": "ON003",

      "site": "Algonquin Provincial Park",

      "description": "The first provincial park in Canada, noted for its pioneering role in park management, visitor interpretation programs and the development of park buildings and structures, as well as its role in inspiring artists such as the Group of Seven",

      "date": 1893,

      "dateType": "established",

      "image": "https://upload.wikimedia.org/wikipedia/commons/thumb/1/12/Algonquin\_Cache\_Lake\_Lookout.JPG/320px-Algonquin\_Cache\_Lake\_Lookout.JPG",

      "location": "Nipissing",

      "latitude": "45.58417",

      "longitude": "-78.35833",

      "designated": 1992,

      "provinceOrTerritoryCode": "ON",

      "provinceOrTerritoryObj": {

        "code": "ON",

        "name": "Ontario",

        "type": "province",

        "region": "Central Canada",

        "capital": "Toronto"

      }

    },

... ...

]

**HINT:** Consider using the **.filter()** Array method as well as the **.toUpperCase() / .toLowerCase()** and **.includes()** String methods for your solution

* **getSitesByRegion(region)**

The purpose of this function is to return an array of objects from the "sites" array whose "region" value matches the "region" parameter. However, it is important to note that the "region" parameter may contain only part of the "region" string, and case is ignored. For example:

getSitesByProvinceOrTerritoryName("Prairie Provinces");

or

getSitesByProvinceOrTerritoryName("prairie provinces");

would return all the sites from your "sites" array whose "region" property contains the string "Prairie Provinces" or "prairie provinces" (ignoring case), i.e., all Prairie Provinces' sites from "sites" array would be returned.

# Part 3: Testing & Refactoring data-service.js

Once you have completed the above four functions, test them at the bottom of your file by first invoking the "initialize()" function, then the others (since they all need the "sites" array to be filled with data).

**NOTE:** You should be able to run this file using the command "node modules/data-service.js"

If the correct data is returned and you're satisfied that everything is working correctly, you can delete your testing code.

Now, we can begin to refactor our functions to use "[Promises](https://webprogrammingtoolsandframeworks.sdds.ca/Handling-Asynchronous-Code/promises-async-await)".

* Each of the 5 functions created (initialize(), getAllSites(), getSiteById(id), getSitesByProvinceOrTerritoryName(name), getSitesByRegion(region)) must return a new Promise object that "resolves" either with data (if the function returns data) or "rejects" with an error, if the function encounters an error, for example:
  + **Initialize()** should resolve with no data, once the operation is complete (ie: the "sites" array is filled with objects)
  + **getAllSites()** should resolve with the completed "sites" array
  + **getSiteById(id)** should resolve with the found "site" object, and reject with an appropriate message (ie: unable to find requested site) if the site was not found
  + **getSitesByProvinceOrTerritoryName(name)** should resolve with the found "site" objects, and reject with an appropriate message (ie: unable to find requested sites)
  + **getSitesByRegion(region)** should resolve with the found "site" objects, and reject with an appropriate message (ie: unable to find requested sites)

Finally, we must make sure this file functions as a "[module](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/modules-node-package-manager#modules)", either by manually adding all 5 functions to the "module.exports" object individually, or by assigning them at once using an object literal shorthand, ie:

module.exports = { initialize, getAllSites, getSiteById, getSitesByProvinceOrTerritoryName, getSitesByRegion }

# Part 4: Creating the Web Server

The final part of this assignment is to create a "[simple web server](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/simple-web-server-using-expressjs)" that makes our data available. For now, this will simply involve returning the data – we will focus on "rendering" actual HTML pages in future assignments.

To begin:

* Create a new file called "server.js" in the root of your assignment folder (making sure not to accidentally place it within the "data" or "modules" folders):  
    
  ![](data:image/png;base64,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)
* Next, run the command "npm init" in the integrated terminal, ensuring that your "entry point" is **server.js** (this should be the default), and **"author" must be your full name**, ie: "John Smith".
* Once this is complete, run the command "npm install express" to generate the "node\_modules" folder and update your newly-created "package.json" with the "express" dependency
* Finally, open your server.js file and add the line:  
    
  const siteData = require("./modules/data-service");  
    
  This will ensure that the functions that we wrote in parts 2 & 3 will be available on the **siteData** object (ie: siteData.initialize(), siteData.getAllSites(), etc)

From this point on, we can begin creating a simple web server using [Express.js](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/simple-web-server-using-expressjs#expressjs) that features [simple GET routes](https://webprogrammingtoolsandframeworks.sdds.ca/Web-Server-Introduction/simple-web-server-using-expressjs#simple-get-routes).

However, before the server starts (ie: the **app.listen()** function is invoked), we must ensure that the "sites" array has been successfully built within our "data-service" module. Therefore, we must invoke the **siteData.initialize()** function and make sure it has completed successfully (ie "resolves") before we execute our app.listen() function.

**NOTE:** Even though we do not have any routes configured, we should be able to start the server using the command "node server.js"

Finally, ensure that the following routes are configured in your server.js file:

* **GET "/"**  
    
  This route simply sends back the text: "Assignment 2: Student Name - Student Id" where "Student Name" and "Student Id" are your Name & Seneca Student Id
* **GET "/sites"**  
    
  This route is responsible for responding with all of the sites (array) from our siteData module
* **GET "/sites/site-id-demo"**  
    
  In this route, you will demonstrate the **getSiteById** functionality, by invoking the function with a known id value, e.g., siteData.getSiteById("ON016") from your data set. Once the function has resolved successfully, respond with the returned object.  
    
  **NOTE:** Do not forget to include code to handle the situation where **getSiteById** fails. If this is the case, simply respond with the error text.
* **GET "/sites/province-or-territory-demo"**  
  In this route, you will demonstrate the **getSitesByProvinceOrTerritoryName** functionality, by invoking the function with a string (of full or partial province or territory name, e.g "Ontario" or "ontar") as parameter. Once the function has been resolved successfully, respond with the returned array.  
    
  **NOTE:** Do not forget to include code to handle the situation where **getSitesByProvinceOrTerritoryName** fails. If this is the case, simply respond with the error text.
* **GET "/sites/region-demo"**  
  In this route, you will demonstrate the **getSitesByRegion** functionality, by invoking the function with a known region value from your data set (using a part of the region name in lower case, e.g., "Prairie Provinces" ). Once the function has resolved successfully, respond with the returned array.  
    
  **NOTE:** Do not forget to include code to handle the situation where **getSitesByRegion** fails. If this is the case, simply respond with the error text.

## **Testing**: Sample Solution

With your routes complete, you should be ready to hand in our assignment. To see a completed version of this app running, visit: https://as2-322-sample.vercel.app/

# Assignment Submission:

* Add the following declaration at the top of your **server.js** file:

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* WEB322 – Assignment 02

\*

\* I declare that this assignment is my own work in accordance with Seneca's

\* Academic Integrity Policy:

\*

\* https://www.senecacollege.ca/about/policies/academic-integrity-policy.html

\*

\* Name: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ Student ID: \_\_\_\_\_\_\_\_\_\_\_\_\_\_ Date: \_\_\_\_\_\_\_\_\_\_\_\_\_\_

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

* Compress (.zip) your assignment folder (with all files/folders in the project) and submit the .zip file to My.Seneca under   
  **Assignments** -> **Assignment** 2

## Important Note:

* **NO LATE SUBMISSIONS** for assignments. Late assignment submissions will not be accepted and will receive a **grade of zero (0)**.
* Submitted assignments must run locally, ie: start up errors causing the assignment/app to fail on startup will result in a **grade of zero (0)** for the assignment.